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Abstract—Domain adaptation utilizes learned knowledge from
an existing domain (source domain) to improve the classification
performance of another related, but not identical, domain (tar-
get domain). Most existing domain adaptation methods firstly
perform domain alignment, then apply standard classification
algorithms. Transfer classifier induction is an emerging domain
adaptation approach that incorporates the domain alignment
into the process of building an adaptive classifier instead of
using a standard classifier. Although transfer classifier induction
approaches have achieved promising performance, they are
mainly gradient-based approaches which can be trapped at local
optima. In this paper, we propose a transfer classifier induction
algorithm based on evolutionary computation to address the
above limitation. Specifically, a novel representation of the trans-
fer classifier is proposed which has much lower dimensionality
than the standard representation in existing transfer classifier
induction approaches. We also propose a hybrid process to
optimize two essential objectives in domain adaptation: the
manifold consistency and the domain difference. Particularly, the
manifold consistency is used in the main fitness function of the
evolutionary search to preserve the intrinsic manifold structure
of the data. The domain difference is reduced via a gradient-
based local search applied to the top individuals generated by
the evolutionary search. The experimental results show that the
proposed algorithm can achieve better performance than seven
state-of-the-art traditional domain adaptation algorithms and
four state-of-the-art deep domain adaptation algorithms.

Index Terms—Domain adaptation, transfer learning, classifi-
cation, evolutionary computation

I. INTRODUCTION

Classification — one of the most important tasks in machine
learning [1], [2], [3] — typically requires labeled data to
learn an effective classifier. In many real-world scenarios, it is
expensive to manually label instances from a new domain. A
possible solution is to train a classification algorithm using
labeled data from a related (source) domain. The obtained
classifier can be used to classify the unlabeled instances in
the new (target) domain. However, the two domains may
have different feature spaces and/or different data distributions.
Such differences cause a significantly degraded classification
performance on the target domain since most standard clas-
sification algorithms assume that the training and test sets
should be from the same domain. The situation promotes
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the need for transfer learning [4] which aims to reduce the
domain differences. Domain adaptation [4] is a particular case
of transfer learning, where the two domains share the same
feature space. Domain adaptation focuses on reducing the data
distribution difference. Some techniques for domain adaptation
require labeled data in the target domain to guide the domain
adaptation process. A more difficult problem is unsupervised
domain adaptation where the target domain has no labels. This
paper address the unsupervised domain adaptation problem.

The two most common domain adaptation approaches are
instance-based and feature-based methods [4]. Instance-based
methods attempt to weight instances from both domains such
that the distribution difference is reduced. For example, TrAd-
aBoost [5] trains a classifier based on both labelled source
instances and a few labelled target instances. If any source
instance is wrongly classified by the learned classifier, the
source instance is considered to have a different distribution in
comparison with the target instances and its weight is reduced.
After a certain number of iterations, the source instances,
which form similar distributions to the target instances, will
have larger weights. Such source instances can be used to
improve the classification performance on the target domain.
Feature-based methods, on the other hand, attempt to learn a
feature transformation where the transformed source and target
data are more similar, which is also known as domain align-
ment [6], [7]. Both instance-based and feature-based methods
are two-step algorithms, where the first step is to reduce the
domain difference and the second step is to apply a standard
classification algorithm, such as k-nearest neighbors (KNN).
Such a mechanism does not guarantee that the standard
classification can cope well with the weighted or transformed
data. Recently, transfer classifier induction has been proposed
[8] to directly learn an adaptive classifier rather than using
a standard classification algorithm on the transformed data.
The adaptive classifier embeds the domain alignment into its
learning process. Since the transfer classifier induction method
takes the classifier into account during the domain alignment,
it can achieve superior performance compared to the instance-
based and feature-based approaches [8], [9]. Therefore, this
paper also aims to build an adaptive classifier for domain
adaptation.

Although transfer classifier induction approaches achieve
promising results, most of them are based on the use of
gradients, which makes it easier for them to be trapped in
local optima. Evolutionary computation (EC) is a family of
population-based optimization approaches that are well-known
because of their potential global search ability. In [10], we
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proposed the first EC-based approach for transfer classifier
induction, called P-MEDA. In that algorithm, each candidate
solution (or population member) represents a classifier which
is essentially a matrix of continuous numbers. This representa-
tion has several limitations which lead to the restricted perfor-
mance of P-MEDA. Firstly, since the matrix scales according
to the total number of instances in both domains and the
number of class labels, it is a high-dimensional optimization
problem. Secondly, the matrix elements are unbounded, so
standard genetic operators, such as crossover and mutation,
are less effective. Although P-MEDA is a population-based
approach, the main step to evolve the candidate solution is
still gradient-based. The population members communicate
only when a candidate solution needs to be re-initialized.
The communication is also limited, mainly via an archive
set which records all the promising classifiers discovered so
far. Thirdly, each evaluation of P-MEDA requires computing
many matrix operations, which is computationally expensive,
especially when there is a large number of instances.

This work extends our previous work [10] to address the
three limitations. The contributions of this work are as follows:
• Firstly, we propose a new discrete representation which

has much lower dimensionality than the continuous rep-
resentation in existing transfer classifier induction algo-
rithms. The proposed representation can directly optimize
the class labels for target instances.

• Secondly, we propose a hybrid approach that combines
the evolutionary search and the gradient search. Note
that the proposed hybrid approach is significantly dif-
ferent from the hybrid approach in P-MEDA [10]. Al-
though P-MEDA uses some ideas from the evolutionary
search, it still relies mainly on the gradient search due
to its high-dimensional representation. In contrast, the
proposed algorithm uses the evolutionary search as the
main component to reduce the manifold inconsistency,
and the gradient search plays the role of a local search
to further refine the candidate solutions to reduce the
domain discrepancy. Such difference is because standard
EC genetic operators can be naturally applied to the
proposed discrete representation.

• Thirdly, we propose a more efficient fitness function
which uses fewer matrix operations in each evaluation
with an expectation of improving efficiency.

The proposed algorithm is validated by comparing it with
three well-known classification algorithms, seven state-of-the-
art traditional domain adaptation approaches, and four state-of-
the-art deep domain adaptation approaches. The comparison is
performed on 30 real-world domain adaptation cases.

The rest of the paper is organized as follows: Section II
provides a discussion about existing domain adaptation ap-
proaches, especially the transfer classifier induction category.
Section III introduces the proposed algorithm. Section IV
summarizes the experimental studies. The conclusions and
future work are discussed in Section V.

II. RELATED WORK

This section firstly introduces basic concepts in transfer
learning and domain adaptation. Next, a subsection is dedi-

TABLE I: Notations used in this paper.

Notation Description Notation Description
Ds, Dt source/target domain X data matrix
n,m # instances in Ds, Dt Y label matrix
C # classes L Laplacian matrix
α class parameters E domain indicator matrix
z candidate classifier M MMD matrix

cated to discussing transfer classifier induction which is the
focus of this paper. Notations that are frequently used in this
paper are summarized in Table I.

A. Transfer Learning and Domain Adaptation

An essential concept in transfer learning is the domain
which consists of two components: a feature space X and a
marginal distribution P (X ). Two domains are different if they
have different feature spaces and/or marginal distributions.
Given a domain D(X , P (X )), a learning task is to find a
prediction function f(·) that maps from the feature space
X to a label space Y . In a classification task, f(·) can
be represented by a conditional distribution Q(Y|X ). Two
tasks are different if they have different label spaces and/or
conditional distributions. Given a source domain Ds and its
learning task Ts, the goal of transfer learning is to utilize the
knowledge from the source domain to improve the learning
performance of the learning task Tt on a target domain Dt.
Domain adaptation is a specific case of transfer learning
with an assumption that the two domains have the same
feature space (Xs = Xt = X ) and the two learning tasks
have the same label space (Ys = Yt = Y). Therefore,
domain adaptation aims to reduce the differences between the
two marginal distributions (Ps(X ) 6= Pt(X )) and the two
conditional distributions (Qs(Y|X ) 6= Qt(Y|X )). We focus
on handling domain adaptation, more specifically unsupervised
domain adaptation, where there is no labeled instances in the
target domain. The main task of this work can be formally
defined as follows:

Unsupervised domain adaptation: Given a labeled source
data with n instances, Ds = {xi, yi}ni=1, and an unlabeled
target data with m instances, Dt = {xj}n+m

j=n+1, unsupervised
domain adaptation learns a classifier f : xt → yt with a low
classification error on Dt, where Xs = Xt,Ys = Yt, Ps(xs) 6=
Pt(xt), and Q(ys|xs) 6= Q(yt|xt) [8].

Existing domain adaptation approaches can be divided into
two main categories: deep domain adaptation and shallow
domain adaptation [11]. Deep domain adaptation embeds
domain alignment into deep networks to learn discriminative
and domain-invariant deep feature representations, which can
significantly improve the learning performance on the tar-
get domain. Existing deep domain adaptation methods can
be further divided into three categories: reconstruction-based
methods, discrepancy-based methods, and adversarial-based
methods [12]. The reconstruction-based methods use a stack
auto-encoder to learn a domain-invariant representation for
the data reconstruction of the source and target data [13],
[14]. The discrepancy-based methods explicitly consider the
domain discrepancy by embedding an additional loss into
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the objective function. Commonly used discrepancy metrics
include maximum mean discrepancy (MMD) [15], [16], [17]
and correlation alignment (CORAL) [18], [19]. Adversarial-
based methods are increasingly popular recently [20], [11],
[21]. In this case, a domain discriminator, which can identify
whether an instance is from the source domain or from the
target domain, is added to a deep network. The goal is to learn
a deep representation to confuse the domain discriminator.

Although deep domain adaptation methods achieve promis-
ing results, they are mainly applied to visual domain adap-
tation. In contrast, shallow or traditional domain adaptation
methods are more generalized in terms of applications. The
three most common shallow domain adaptation approaches
are instance-based approaches, feature-based approaches, and
classifier-based approaches (i.e. transfer classifier induction)
[4]. The instance-based approach considers that some source
instances are more relevant to the target domain than other
source instances. Therefore, this approach aims to re-weight
or to select source instances such that the domain discrepancy
is reduced. After that, a standard classification can be trained
on the re-weighted source data to classify the target data
[22], [23], [24]. The feature-based approach attempts to find
a feature transformation such that the discrepancy between
the transformed source and target data is minimized. An early
feature-based work is Transfer Component Analysis (TCA)
[25] where the goal is to extract a common latent subspace
such that the data variance is preserved and the distribution
difference, measured by MMD, is reduced. However, TCA
assumes that the two domains have the same conditional distri-
bution. Joint Domain Adaptation [26] addresses the limitation
of TCA by jointly adapting both marginal and conditional
distributions of the two domains. In addition to MMD, many
other discrepancy measures have been used such as Breg-
man divergence [27], and the Hilbert-Schmidt independence
criterion (HSIC) [28], [29]. Recently, Joint Geometrical and
Statistical Alignment (JSGA) [30] incorporates geometrical
information, such as the variance of the target domain and
the discriminative information in the source domain, to build
two coupled feature transformations for the source and target
domains. With an assumption that the source and target data
can be represented by a low-dimensional linear space, Gopalan
et al. [31] apply principle component analysis (PCA) to form a
Grassmann manifold, where the two domains are represented
as two points. A geodesic path between the two points reveals
information about domain changes. Many subspaces are drawn
from the path to find an intermediate subspace on which the
domain distance is smaller. Geodesic Flow Kernel (GFK) [32]
extends the idea in [31] by considering an infinite number of
subspaces. Instead of building a common subspace, some other
feature-based methods aim to directly map from the source
feature space to the target feature space [33], [34].

In both feature-based and instance-based approaches, do-
main alignment is performed first, and then a standard clas-
sifier is trained on the transformed source data to classify
the transformed target data. Domain alignment using feature
transformation or re-weighting instances is important in do-
main adaptation [35], [36], but learning a standard classifier
as a side-step may not guarantee the suitability between

the classifier and the transformed or re-weighted data. To
address the limitation, transfer classifier induction is proposed
to embed the domain alignment process into the process of
building an adaptive classier, which results in its superiority
over the other two approaches. Therefore, we focus on transfer
classifier induction in this paper. The following subsection
discusses transfer classifier induction in more detail.

B. Transfer Classifier Induction

A general frame work of transfer classifier induction
(ARTL) was formally introduced by Long et al. [8], where the
classifier model is f(x) = wTφ(x): w contains the classifier
parameters, and φ is a feature mapping function that projects
an original feature vector to a Hilbert space. Formally, a
domain invariant classifier f can be learned by minimizing
the following objective function:

Objective = (

n∑
i=1

l(f(xi), yi) + η||f ||2K)

+ λDf,K(Js, Jt) + ρMf,K(Ds, Dt) (1)

where K is the kernel function induced by φ such that
K(xi, xj) = 〈φ(xi), φ(xj)〉. Basically, the objective function
is designed so that the learned adaptive classifier achieves the
following three sub-objectives:
• minimizing the loss function on the source domain, which

is the first part of Eq. (1), i.e.
∑n

i=1 l(f(xi), yi)+η||f ||2K ,
• minimizing the distribution differences between the two

domains, which is the second part of Eq. (1), i.e.
Df,K(Js, Jt), and

• minimizing the manifold inconsistency on both source
and target data, which is the third part of Eq. (1), i.e.
Mf,K(Ds, Dt).

In Eq. (1), η, λ and ρ are regularization parameters used to
control the contributions of the three sub-objectives which will
be discussed as follows.

The first sub-objective is the loss function on the source
domain which is minimized by using the structural risk mini-
mization principle [37]. By adopting the Representer theorem
[38], the parameters of the classifier can be expressed as w =∑n+m

i=1 αT
i φ(xi). Following the expansion, the classifier can be

rewritten as f(x) =
∑n+m

i=1 αT
i K(xi, x). Therefore, learning a

classifier f is actually learning a matrix α ∈ R(n+m)×C , and
the structural risk function can be rewritten as following:

loss =
∥∥(Y−αT K)E

∥∥2
F
+ ηtr(αT Kα) (2)

where K is a kernel matrix corresponding to the function K
(Kij = K(xi, xj)), and Y is the label matrix. Since the labels
on the target domains are not available, the loss is calculated
on the source domain only, which is achieved by using the
indicator matrix E with Eii = 1 if i ≤ n, otherwise Eii = 0.
If there are some labeled target instances, their corresponding
elements in E can be set to 1 so the algorithm optimizes α
such that the loss on both source and labeled target instances
is minimized.

The second sub-objective is to minimize the data distri-
bution difference Df,K(Js, Jt), which can be measured by
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Maximum Mean Discrepancy (MMD) [39]. Formally, the
difference can be computed by adding the difference of the
marginal distributions and the difference of the conditional
distributions:

Df,K(Js, Jt) = Df,K(Ps, Pt) +

C∑
c=1

D
(c)
f,K(Qs, Qt) (3)

Each component in Eq. (3) is calculated by the following
equation:

Df,K(Ps, Pt) =

∥∥∥∥∥∥ 1n
n∑

i=1

f(xi)−
1

m

n+m∑
j=n+1

f(xj)

∥∥∥∥∥∥
2

H

D
(c)
f,K(Ps, Pt) =

∥∥∥∥∥∥∥
1

n(c)

∑
xi∈D(c)

s

f(xi)−
1

m(c)

∑
xj∈D(c)

t

f(xj)

∥∥∥∥∥∥∥
2

H

where D
(c)
s , D

(c)
t represent the source and target instances

belonging to the class c, and n(c) = |D(c)
s |,m(c) = |D(c)

t |.
Using the expansion f(x) =

∑n+m
i=1 αiK(xi, x) and the MMD

matrix M, the domain difference can be formularized as:

Df,K(Js, Jt) = tr(αTKMKα) with M =

C∑
c=0

Mc (4)

where

(Mc)ij =



1
n(c)n(c) , xi, xj ∈ D(c)

s

1
m(c)m(c) , xi, xj ∈ D(c)

t

−1
n(c)m(c) ,

{
xi ∈ D(c)

s , xj ∈ D(c)
t

xj ∈ D(c)
s , xi ∈ D(c)

t

0, otherwise

(5)

Note n(0) = n,m(0) = m,D
(0)
s = Ds, D

(0)
t = Dt.

The last sub-objective exploits the manifold assumption
[38] to achieve a better classifier. The assumption is that if
two points xi and xj are geometrically close, they should
have similar conditional distribution. In other words, the two
instances should belong to the same class. Such assumption
can be expressed by the following equation:

Mf,K(Ds, Dt) =

n+m∑
i,j=1

f(xi)Lijf(xj)

= tr(αT KLKα) (6)

where L is the graph Laplacian matrix which can be calculated
by the following formula:

Lij =

{
cosine(zi, zj) , zi ∈ Np(zj) or zj ∈ Np(zi)
0 , otherwise

(7)

where N (zi) denotes the set of p-nearest neighbors to point
zi. In this work, p is set to 10 as recommended in MEDA [9].

By substituting Eq. (2), (4), (6) to Eq. (1), the goal is to
find a matrix α to minimize the following function:

Fitness =
∥∥(Y−αT K)E

∥∥2
F
+

tr(ηαT Kα+αT K(λM + ρL)Kα) (8)

By setting derivative of the objective function to 0, we obtain
the solution:

α = ((E + λM + ρL)K + ηI)−1EYT (9)

As can be seen in the equation, α depends on Y, but Y is
determined by α. To solve the problem, an iterative opti-
mization process is adopted. Firstly, a standard classification
algorithm is trained on the source data. The obtained classifier
is used to obtain pseudo-labels Y. From the pseudo labels,
a matrix α is calculated by Eq. (9). Based on the obtained
α, new pseudo-labels Y are generated. Such a procedure is
repeated until a maximum number of iterations is reached.
It has been shown that ARTL [8] achieves promising results
especially on datasets that are difficult to classify by standard
classification algorithms (extremely low accuracy). MEDA [9]
extends ARTL by applying GFK [32] as a preprocessing
step to align the feature space, i.e. reducing the marginal
distribution difference.

However, as a gradient-based approach, MEDA converges
prematurely to local optima. To address the above limitation,
P-MEDA [10] hybridizes population-based and gradient-based
mechanisms to evolve a transfer ensemble classifier. The
main idea of P-MEDA is to have each population member
starts from a promising point in the search space. At each
point, gradient descent is applied to achieve a local optimum
representing a promising classifier. Once the local optimum
is reached, P-MEDA re-initializes the corresponding popula-
tion member by using the local optima discovered by other
population members. After a certain number of generations,
P-MEDA then combines all the obtained local classifiers to
form an ensemble classifier. Experimental results show that
the hybridization can generate better classifiers than MEDA.
However, since the task is to optimize a high-dimensional ma-
trix α, the main component of P-MEDA is still the gradient-
based mechanism (as shown in Eq. (9)) and the communication
between population members is limited (mainly in the re-
initialization process). Besides, due to the unbounded values in
the matrix α, P-MEDA relies on a predefined set of classifiers
to initialize the population. In order to ensure the diversity of
the evolved ensemble classifier, a diverse set of classifiers is
required. However, due to the limited number of classifiers,
the population size of P-MEDA has to be small. In this work,
we address the above limitations by introducing a discrete
representation with much lower dimensionality.

III. PROPOSED ALGORITHM

Designing a population-based algorithm requires answers
for three essential questions: how to describe candidate so-
lutions (i.e. representation), how to evaluate the goodness
of candidate solutions (i.e. evaluation), and how to gener-
ate promising solutions based on the current solutions (i.e.
evolutionary mechanism). This section describes the proposed
transfer learning algorithm by answering the three questions.

A. Representation

In most existing transfer classifier induction approaches, the
classifier is represented by a matrix α, which is an (n+m)×C
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Fig. 1: Representation of transfer classifier induction for a
domain adaptation problem where the number of class C = 2,
the number of source instances n = 1, and the number of target
instances m = 2. MEDA [9] optimizes the α matrix. The target
labels are obtained by multiplying α (size (n+m)×C) with
the kernel matrix K. In contrast, the proposed representation
directly encodes the target labels as an integer vector (size m),
which does not require an additional matrix multiplication and
has much lower dimensionality.

matrix. To classify the target instances, a matrix multiplication,
αT ×K, is needed to obtain a C × (n+m) matrix in which
each column shows the likelihood that each instance belongs
to each of the C class labels. Hence, the matrix’s values can
be considered a set of weights which combines the kernel
values (similar to distances between any pairs of instances) of
the kernel matrix K. Finally, each instance is assigned to the
most likely class label. An example of the above process is
shown in Fig. 1. Thus, the labels for target instances (called
target labels) are the final output. Existing algorithms focus
on optimizing α. This optimization is challenging since α is
a high-dimensional matrix. The second problem is for each
target label, there are infinitely many α resulting in the same
target labels. Hence, although there are finite cases to label
the target instances, optimizing α has to explore an infinite
search space. Also, such representation requires a constraint
that α should correctly classify the source instances, which is
the first component in Eq. (1), i.e.

∑n
i=1 l(f(xi), yi)+η||f ||2K .

This constraint makes the optimization more complex.
The solution is, instead of optimizing α, the target labels

are optimized directly. Particularly, a candidate solution is
represented by a vector with m elements, as shown in the lower
part of Fig. 1. Each element corresponds to a target instance,
and its value shows which class the instance is assigned
to. In this case, the search dimensionality is significantly
reduced from (n + m) × C to m. Furthermore, the number
of possible candidate solutions is finite since each element
has C possible values. Such representation can also reduce
the computational complexity since it does not require an
additional matrix multiplication to obtain target labels as op-
timizing α. Note that the proposed representation is designed
to directly learn the target labels, which does not need to
learn α as an intermediate step. Thus, the proposed algorithm
searches directly the original discrete search space, while
existing unsupervised domain adaptation algorithms search the
intermediate continuous search space of α before outputting
the target labels. In combination with an evolutionary search
(which will be showed later), the algorithm is more likely

to achieve the global optimal solution or a close-to-optimal
solution. The classifier represented by the proposed algorithm
assigns the source labels to the source instances, so the
source labels are not included in the representation. Hence,
using the proposed representation removes the constraint of
correctly classifying the source instances, thus the source
classification performance in Eq. (1) can be safely removed.
Thereby, the fitness function becomes simpler which will be
explained in the following subsection. Although the proposed
representation is simple, it has not been used in existing
transfer classifier induction approaches since its elements are
integer values. Dealing with such discrete optimization is not
an easy task, especially when mathematical programs, more
specifically gradient-based techniques, are used. However,
genetic operators of population approaches can naturally cope
with such representations, which will be explained later.

B. Fitness Function

The new representation directly assigns class labels to
the target instances, whereas the class labels of the source
instances are already known. These source labels are not
included in the proposed representation. The classifier rep-
resented by the proposed representation always has 100%
accuracy on the source domain, which allows us to remove
the component related to the source classification performance
in Eq. (1), i.e.

∑n
i=1 l(f(xi), yi) + η||f ||2K . With the new

representation, the optimization goal is to minimize the two
remaining components: Df,K(Js, Jt) — the distribution dif-
ference, and Mf,K(Ds, Dt) — the manifold inconsistency.

A straightforward way to optimize the two above compo-
nents is to linearly combine them as in Eq. (1). However, such
a combination requires a proper setting for the regularization
parameters (λ and ρ) since the two components have different
ranges on different datasets. It is not trivial to find the proper
setting since different datasets have different scales and there
are no labeled instances in the target domain to tune the
parameters. We propose to optimize the two components by
adopting a hybrid optimization process combining an evolu-
tionary search and a gradient-based search. One component is
used as the main fitness function of the evolutionary search to
evaluate the candidate solutions. The top solutions generated
by the evolutionary search are refined by a gradient-based local
search guided by the remaining component.

We select the manifold consistency as the main fitness func-
tion since optimizing the manifold consistency can partially
reduce the distribution difference. The manifold assumption
states that if two data points, xs and xt are geometrically close
given similar marginal distributions Ps(xs) and Pt(xt), their
conditional distributions, Qs(ys|xs) and Qt(yt|Xt), should
be similar [40]. Therefore, the new fitness function should
minimize the manifold inconsistency M(f,K)(Ds, Dt) which
was defined as tr(αT KLKα) in Eq. (6).

However, under the proposed representation, there is no
explicit α. Each candidate solution z directly represents the
target labels, which is the result of (αT K). Thus, we can
rewrite the new fitness function of a candidate solution z as:

Fitness(z) = tr(Yz
T LYz) (10)



6

where Yz is an (n+m)×C label matrix defined by z, which
can be seen as following:

(Yz)ij =

{
1 , (i < n ∧ (ys)i = j) ∨ (i ≥ n ∧ (z)i = j)

0 , otherwise

Basically, Yz is an one-hot encoded matrix, where each row
corresponds to an instance. The row’s element corresponding
to the instance’s label is set to 1, and the other elements are
set to 0. If the instance is from the source domain (i < n), its
label is defined by the source label vector (ys). If the instance
is from the target domain (i ≥ n), its label is defined by the
candidate solution z.

In comparison with the original objective (Eq. (1)), the
proposed fitness function does not need to minimize the
loss function on the source domain. The main focus is to
minimize the manifold inconsistency, while the distribution
difference is minimized by a local search operator that is
explained in the following subsection. In comparison with the
fitness function of existing unsupervised domain adaptation
approaches (Eq. (8)), the proposed fitness function has the
following advantages over the original fitness function:
• it does not need to explicitly calculate the matrix α (Eq.

(9)), which avoids the matrix inversion operator,
• it obtains the class label directly from the new representa-

tion, which reduces the number of matrix multiplications,
• it removes the regularization parameter ρ in Eq. (1),
• it does not need to consider the loss in the source domain

since the new representation always classifies the source
instances using their existing labels.

In general, the overall goal of the proposed fitness function is
to reduce the number of matrix operations, so that the fitness
function is less computationally intensive, but still computes
the manifold inconsistency and evolves accurate target labels.

C. Population Evolution

In this subsection, we will discuss how to generate a new
and promising population based on the previous population.
We utilize two well-known genetic operators from GAs:
crossover and mutation. We also propose a local search to
minimize the distribution difference, i.e. Df,K(Js, Jt) in Eq.
(1). The details of each operator can be seen below.

1) Crossover: A genetic operator that combines the genetic
information from two parents to generate new offspring. To
be selected as parents, all the population members have to
undergo a selection process where the fitter member has more
chance to be selected. After selecting two parents, the elements
from the two parents are exchanged to form new offspring.
In this work, we utilize a single-point crossover, where all
elements beyond a randomly picked point is swapped. It is
expected that performing the crossover operator between two
good parents leads to promising offspring. An example of
applying the crossover operator is given in Fig. 2.

2) Mutation: Another genetic operator that aims to preserve
and/or enhance the population diversity. When the parents
become similar, crossover becomes less useful since the gener-
ated offspring are also similar. The mutation operator prevents
such situations by altering some elements of each population

3 21 132 1

1 12 113 2

3 11 113 2

1 22 132 1

Parents 1

Crossover Point

Parents 2

Offspring 1

Offspring 2

Fig. 2: An example of crossover, where the number of target
instances m is 7, the number of class labels C is 3.

Fig. 3: An example of mutation, where the altering probability
is set to C/m (C=3, m=7). The first, second, and sixth
elements are mutated (marked in red).

member, so the population members are less similar, i.e. im-
proving the diversity. Similar to crossover, the fitter population
member has more chance to be selected as the parent of
mutation. Note that mutation requires only one parent.

In this work, we adopt a common mutation, called bit-wise
mutation in which each element has a probability of being
altered. The common setting for the altering probability is
1/m, if each element is a binary value and m is the total
number of elements. In this work, since each element has
C possible values (class labels), the altering probability is
set to C/m with an expectation of preserving the population
diversity. In the proposed representation, each element is a
class label of a target instance. If an element is mutated,
its value will be changed to another class label. It can be
seen that the mutation operator is suitable for the proposed
representation since each element has finite possible values
(the number of class labels). An example of applying the
mutation operator is given in Fig. 3.

3) Local search for reducing distribution difference: Since
the fitness function focuses on the manifold consistency, we
propose a gradient-based local search to explicitly reduce
the domain difference. The main idea is to select the top
population members and modify them so that they also have
small domain differences. In each iteration, the local search
is performed after the two evolutionary operators (crossover
and mutation) are finished. Particularly, for each selected
member z, its corresponding label matrix Yz is built as in
Eq. (10). Based on Yz , a gradient step is applied to generate
the corresponding αz , which is similar to Eq. (9), except that
the manifold component is not included. Thus, αz can be
obtained by the following equation:

αz = ((E + λM)K + ηI)−1EYz
T (11)

Note that, although the main goal of local search is to reduce
the distribution difference, the generated αz needs to ensure
that the loss on the source domain is also minimized. The
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main reason is that αz does not guarantee the source labels
are correctly predicted as in the proposed representation.
Therefore, the loss on the source domain is still used to
generate αz . From the obtained αz , new pseudo labels of
the target instances can be formed using the matrix αz

T K.
Finally, the new target labels are used to replace the selected
member z. As explained before, the manifold consistency and
the conditional distribution difference are partially related.
Performing conditional distribution alignment is likely to
improve the solution’s manifold consistency. In the worst case
where the local search causes a candidate solution to have
worse manifold consistency, such solution will be eliminated
by the selection process in the evolutionary process. Hence,
it is expected that the proposed hybrid optimization process
can lead to the optimal solution which has low manifold
inconsistency and low distribution discrepancy.

D. Overall Algorithm

The proposed algorithm starts with an initialization step,
where each individual is randomly initialized. As discussed
in Subsection III.A, each individual can be considered labels
of target instances. To initialize an individual, a random class
label is randomly picked for each instance. After finishing the
initialization step, the population is evaluated using Eq. (10).

Then, a new population is generated based on the current
population. Firstly, a selection mechanism is applied to select
parents for the crossover and mutation operators. The selection
is designed so that the fitter individuals are more likely to be
selected. The idea is to expect promising offspring generated
from good parents. The algorithm also adopts elitism, which
means the best solution from the current generation is copied
directly to the new population. The elitism is to ensure that the
new population is at least as good as the current population.
The above steps are basic and essential in genetic algorithms.

The next step is to apply the proposed local search oper-
ator to reduce the distribution difference. Firstly, the newly
generated population is evaluated by Eq. (10). Based on the
fitness values, the top best individuals of the population are
selected to undergo the local search at each iteration. The
number of top individuals balances the evolutionary search
and the gradient-based search. In this work, the gradient-based
method is applied to the top 10% of the population. The
first reason is that we would like to reduce the distribution
differences of the individuals which already have low manifold
inconsistencies. It is not worth performing the gradient-based
method on solutions with high manifold inconsistency since
the final goal is to have a solution which has low distribution
difference and manifold inconsistency. Secondly, applying the
gradient-based method to a large number of individuals may
significantly reduce the population diversity which is likely to
result in a local optimal solution. The solutions obtained by the
gradient-based search replace their parents in the population.

The process “selection → crossover → mutation →
local search” is repeated until a maximum number of itera-
tions is reached. The final best solution is selected as the class
labels of the target instances. Since the proposed algorithm
is designed based on genetic algorithms and MEDA [9], we

Initialize	the	population

Maximum	number
iterations?

Return	the	best	solution	as
the	classifier

Evaluate	all	individuals

Parents	selection	for	the
next	population

Perform	crossover	on	the
selected	parents

Perform	mutation	on	the
selected	parents

Perform	local	search	on
the	top	10%	individuals

Evaluate	all	individuals	in
the	new	generation

Yes

No

Fig. 4: Overall process of G-MEDA.

called the proposed algorithm G-MEDA. The overall process
of G-MEDA can be seen in Fig. 4.

IV. EXPERIMENTAL DESIGNS

A. Benchmark Datasets

G-MEDA is tested on three real-world datasets: Amazon
Review [41], Office+Caltech10 [42], [31], and Office-31 [43].
These datasets have been widely used as benchmark problems
for many domain adaptation algorithms [9], [30], [32]. Table
II lists the details of each of these datasets.

Amazon Reviews contains almost reviews for four different
types of products from Amazon.com: Books (B), DVDs (D),
Electronic (E), and Kitchen appliances (K). Each review can be
negative (3 stars or lower) or positive (higher than 3 stars) [41],
[44] Similar to Office+Caltech10, we can form 12 domain
adaptation cases for this dataset.

Office+Caltech10 contains four different image domains:
Amazon (A), DSLR (D), Webcam (W), and Caltech-256 (C).
The four domains have the same task which is to classify
an image to an office item (in total there are 10 item types).
For Office+Caltech10, 800 SURF features are extracted from
each image. By selecting two different domains as the source
domain and target domain, respectively, we can form 3 × 4 =
12 domain adaptation cases, such as A→C, A→D, ..., W→D.

Office-31 has three image domains: Amazon (A), DSLT
(D), and Webcam (W) with 31 categories. We follow the
convention of [45] to perform the experiments, where Resnet-
50 is trained on the source domain, and 2048 features are
extracted from the obtained model. Based on this dataset, we
can form 3 × 2 = 6 domain adaptation cases.
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TABLE II: Domain adaptation datasets.

Dataset #Sample #Feature #Class Domains
Amazon Review 7,996 400 2 B, D, E, K

Office-10 1,410 800 10 A, W, D
Caltech-10 1,123 800 10 C
Office-31 4,110 2048 31 A , W , D

B. Benchmark Techniques

Firstly, we compare the performance of G-MEDA with three
standard classification algorithms: KNN where K=1 (1NN),
random forest (RF) where the number of trees is set to
128 [46], and support vector machines (SVM) with the RBF
kernel. The three classification algorithms are trained directly
on the source data and then applied to the target data. We
also compare G-MEDA with seven state-of-the-art traditional
domain adaptation methods and four deep domain adaptation
methods. The comparisons are based on the accuracy of the
target domain.

The seven state-of-the-art traditional (shallow) domain adap-
tation methods include:
• Transfer component analysis (TCA) [25] which reduces

the marginal distribution difference via feature subspace
learning.

• Joint distribution alignment (JDA) [26] which reduces
both marginal and conditional distribution differences.

• Transfer joint matching (TJM) [47] which reduces the
marginal distribution difference by building a new feature
subspace and selecting source samples.

• Joint geometrical and statistical alignment (JSGA) [30]
which builds two feature subspaces for the source and
target domains, where the two subspaces should make
the two domains closer.

• Geodesic flow kernel (GFK) [32] which performs mani-
fold feature learning.

• Manifold embedded distribution alignment (MEDA) [9]
which builds an adaptive classifier.

• Population-based MEDA (P-MEDA) [10] which adopts
the population-based mechanism to build an ensemble
adaptive classifier.

The four deep domain adaptation methods include:
• Deep adaptation network (DAN) [16] which reduces the

domain difference by embedding multi-kernel MMD into
the network.

• Domain adversarial neural network (DANN) [11] which
learns domain-invariant “deep” features by adding one
domain classifier at the last block.

• Collaborative and adversarial network (CAN) [21] ex-
tends DANN [11] by adding one domain classifier to each
of the network blocks.

• Joint domain alignment and discriminative feature learn-
ing (JDDA) [17] which aims to learn features that are not
only domain-invariant but also discriminative.

In terms of parameter settings, for each dataset, we pick
only one domain adaptation case to tune the parameters. The
obtained parameters are applied to all other cases in the
dataset. The regularization parameters are searched in {0.1,

TABLE III: Comparisons with three standard classifiers.

Datasets Cases 1NN RF SVM G-MEDA

Amazon Review

B → D 55.33 73.09 73.14 75.29
B → E 58.56 74.07 72.67 76.35
B → K 56.68 76.74 77.14 78.44
D → B 56.50 74.25 71.10 71.05
D → E 58.21 75.18 74.32 76.74
D → K 56.68 76.74 77.14 78.45
E → B 55.40 68.05 67.70 67.35
E → D 56.13 69.08 69.63 72.14
E → K 65.13 81.74 81.69 83.14
K → B 56.45 66.85 70.60 67.81
K → D 59.53 67.63 70.69 72.34
K → E 64.51 76.68 78.18 78.62

Office+Caltech10

A → C 26.00 33.93 7.57 47.17
A → D 25.48 33.76 6.37 45.73
A → W 29.83 33.22 9.15 49.41
C → A 23.70 40.40 9.60 57.64
C → D 25.48 37.58 7.64 54.76
C → W 25.76 35.93 9.83 53.13
D → W 63.39 44.75 10.17 90.88
D → A 28.50 25.68 10.44 43.52
D → C 26.27 26.09 11.40 33.17
W → A 22.96 28.91 10.33 42.57
W → C 19.86 22.35 11.84 31.01
W → D 59.24 63.06 14.01 91.23

Office-31

A → D 79.12 62.85 3.61 87.65
A → C 75.85 62.26 3.14 87.47
D → A 60.17 41.29 3.55 71.40
D → W 95.97 66.16 3.77 97.38
W → A 59.92 46.57 3.51 72.56
W → D 99.40 71.29 4.42 99.70

1.0, 10.0}, and the dimensionality of the new feature subspace
is searched in {10, 20, 30, ..., 90}, which follows the protocol
in [9]. All algorithms use the RBF kernel with a kernel width
of 0.5. Results of the deep domain adaptation methods are
obtained from their original papers.

In P-MEDA [10], the population size is 10, and the maxi-
mum number of iterations is 10. In G-MEDA, the population
size is 50, and the maximum number of iterations is 10.
Since P-MEDA needs a diverse set of classification algorithms
to initialize its population, we keep its population size as
investigated in the original paper. A further comparison be-
tween G-MEDA and P-MEDA with the same population size
can be seen in the supplementary material1. Both P-MEDA
and G-MEDA are run 30 independent times on each domain
adaptation case.

V. EXPERIMENTAL RESULTS

A. Comparison with Standard Classification Algorithms

The comparisons between G-MEDA and the three standard
classification algorithms on 30 domain adaptation cases are
shown in Table III, where the best accuracy is marked in bold.
In comparison with 1NN, G-MEDA achieves significantly bet-
ter performance on all datasets. On Amazon Review, G-MEDA
improves at least 10% accuracy over 1NN on all cases. On
Office+Caltech10, G-MEDA’s accuracy is about 22% higher
than that of 1NN. The most significant improvement is on the
W→D case, where G-MEDA improves more than 30% over
1NN. On the Office-31 dataset, since the features are extracted

1https://ecs.wgtn.ac.nz/foswiki/pub/Main/BachNguyen/GMEDASup.pdf
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from the Resnet-50 network, 1NN achieves quite a high
accuracy (78.41% on average). However, by building adaptive
classifiers, G-MEDA can still improve the performance over
1NN. The most significant improvement is 13% on the W→A
case. RF and SVM achieves better accuracies than 1NN on
Amazon Review, but they are still worse than G-MEDA on
most cases. On Office+Caltech10 and Office-31, G-MEDA is
better than RF and SVM on all cases. It seems that the domain
discrepancy of the two latter datasets is much larger than the
Amazon Review dataset, which deteriorates the classification
performance of RF and SVM.

In general, the experimental results show that G-MEDA can
evolve an adaptive classifier that achieves better performance
than standard classification algorithms without any adaptation
mechanisms.

B. Comparison with Traditional Domain Adaptation Methods

The comparisons on the three datasets: Amazon Review,
Office+Caltech10, and Office-31 are shown in Tables IV, V,
and VI, respectively. In each domain adaptation case, the best
accuracy is marked in bold. As can be seen from three tables,
feature-based domain adaptation methods perform well on
some specific datasets. For example, TCA and TJM achieve
good performance on Office+Caltech10, while JSGA and GFK
achieve good performance on Amazon Review. In comparison
with such feature-based methods, MEDA seems to achieve
better performance on all datasets. Particularly, MEDA is
about 10% , 6%, and 4% more accurate than the best feature-
based methods on Amazon Review, Office+Caltech10, and
Office-31, respectively. The most significant improvement of
MEDA over other domain adaptation methods is 14% on the
B→K case. The results suggest that it is better to evolve an
adaptive classifier instead of using a standard classifier on a
set of domain-invariant features.

MEDA and G-MEDA have comparative results on the Of-
fice+Caltech10 dataset, where G-MEDA is better than MEDA
in six cases. On the Office-31, G-MEDA achieves better
accuracy than MEDA on four out of the six cases. Meanwhile,
on the Amazon Review dataset, G-MEDA is significantly
better than MEDA on 11 out of the 12 cases. It can be
seen that G-MEDA achieves more reliable performance than
MEDA. The possible reason is in the fitness function, where
MEDA needs a parameter to balance between the distribution
difference and the manifold consistency. Such parameter can
be different for different datasets, or even different cases. In
contrast, G-MEDA avoids the parameter by optimizing the
two components in two steps, which makes G-MEDA more
generalized than MEDA.

We also adopt the Friedman significance test at a sig-
nificance level of 0.05, to compare between G-MEDA and
the other algorithms. The results can be seen in Table VII.
“W/D/L” means the number of cases that G-MEDA is statis-
tically significantly better, similar, or worse than a benchmark
algorithm. “Ave Rank” shows the average ranking of algo-
rithms on all 30 cases. As can be seen from the table, all
feature-based methods are significantly worse than G-MEDA
on almost all the 30 cases. G-MEDA builds an adaptive

classifier based on the features generated by GFK, while
GFK uses 1NN. The results show that G-MEDA significantly
outperforms GFK on all 30 cases, which show the importance
of building an adaptive classifier. Among the seven benchmark
algorithms, P-MEDA achieves the highest rank, which shows
that the population-based mechanism is effective in evolving
the adaptive classifier. However, in comparison with G-MEDA,
P-MEDA is significantly worse on 17 out of the 30 cases.

The results show that the proposed search mechanism and
fitness function assist G-MEDA in controlling the distribution
difference and manifold consistency more adaptive, which
leads to the superiority of G-MEDA in most cases.

C. Comparison with Deep Adaptation Methods

The comparison is performed on the Office-31 dataset which
has been widely used by many deep adaptation methods. The
comparison can be seen in Table VI. Among the four deep
methods, DANN [11] and CAN [21] achieve higher accura-
cies than DAN [16] and JDDA [17]. The major difference
between the four algorithms is in the way they handle the
domain difference. DAN and JDDA are two discrepancy-
based methods which use two traditional divergence measures,
MMD and CORAL, respectively. In contrast, DANN and
CAN adopt adversarial learning which aims to confuse a
domain classifier, i.e. the network cannot distinguish between
source instances and target instances. The results show that
the adversarial method is more suitable for deep domain
adaptation. A possible reason is that the adversarial learning
is still based on classification, which is more consistent with
the design of deep neural networks for classification than the
discrepancy-based methods.

As can be seen from Table VI, G-MEDA achieves better
accuracy than DANN and CAN on four out of the six cases.
The average accuracy of G-MEDA is about 4% higher than
that of DANN and CAN, which illustrates the stability of
G-MEDA on different domain adaptation cases. The results
suggest that the high performance of deep domain adaptation
methods is mainly contributed by the power of the represen-
tation learning in Resnet rather than the adversarial learning.
The advantage of G-MEDA is that it requires only one fine
tune process to obtain its feature inputs (Resnet features). In
contrast, the deep methods need to run multiple times to get
the optimal parameter setting, which is less applicable than
G-MEDA since many real-world applications have very little
or even no labeled target instances with which to optimize the
parameters.

D. Computation Time

The computation time of G-MEDA can be seen in Table
VIII. We compare the efficiency of G-MEDA with P-MEDA
and MEDA. The first reason is that they are closely related.
The second reason is that MEDA is already shown to be as
efficient as other benchmark traditional methods [9]. In cases
with a small number of instances, such as D →W , W → D,
it is not much different between G-MEDA and MEDA. When
the number of instances is larger, the difference between G-
MEDA and MEDA is more visible. It seems that G-MEDA
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TABLE IV: Comparisons with traditional domain adaptation methods on Amazon Review.

Cases TCA JDA TJM JGSA GFK MEDA P-MEDA G-MEDA
B → D 58.18 58.38 56.98 58.78 57.23 69.28 70.15 75.29
B → E 60.11 57.01 57.26 59.56 57.16 72.02 73.31 76.35
B → K 59.23 56.38 58.83 58.63 57.88 73.19 72.82 78.44
D → B 53.15 56.50 57.50 55.65 56.20 63.10 65.35 71.05
D → E 57.86 56.41 59.71 59.36 59.26 72.07 73.83 76.74
D → K 59.23 56.38 56.83 58.78 57.88 73.19 75.35 78.45
E → B 53.75 56.75 58.90 58.30 56.65 67.55 68.57 67.35
E → D 58.08 56.13 56.93 58.93 56.03 66.93 68.96 72.14
E → K 64.08 59.68 62.63 66.43 65.88 79.34 80.37 83.14
K → B 55.10 53.60 57.65 58.30 57.15 66.15 66.56 67.81
K → D 58.28 57.03 57.33 61.43 59.38 65.58 66.64 72.34
K → E 64.36 59.71 63.21 65.37 64.51 76.08 77.04 78.62
Average 58.45 57.00 58.65 59.96 58.77 70.37 71.58 74.81

TABLE V: Comparisons with traditional domain adaptation methods on Office+Caltech10.

Cases TCA JDA TJM JGSA GFK MEDA P-MEDA G-MEDA
A → C 39.72 39.45 39.45 27.96 39.00 44.52 43.28 47.17
A → D 31.21 31.85 44.59 27.39 33.12 45.86 46.67 45.73
A → W 41.02 34.24 43.39 24.07 36.95 53.22 47.60 49.41
C → A 46.66 44.68 43.32 40.61 41.75 56.58 55.82 57.64
C → D 45.86 35.67 45.86 28.66 39.49 50.32 58.66 54.76
C → W 39.32 33.22 46.10 32.54 40.68 53.90 56.75 53.13
D → W 89.83 85.08 88.14 74.58 83.05 87.46 84.14 90.88
D → A 32.46 31.84 32.05 59.71 34.55 40.19 40.08 43.52
D → C 33.93 31.70 28.85 37.04 30.28 34.73 35.85 33.17
W → A 30.06 29.44 29.23 56.16 33.51 42.80 42.07 42.57
W → C 32.32 32.59 32.50 38.56 28.32 33.66 34.21 31.01
W → D 91.10 85.35 85.99 77.07 85.35 89.17 85.73 91.23
Average 46.28 42.92 46.62 43.70 43.84 52.70 52.57 53.35

TABLE VI: Comparisons with traditional and deep domain adaptation methods on Office-31.

Cases Traditional methods Deep methods G-MEDATCA JDA TJM JGSA GFK MEDA P-MEDA DAN DANN CAN JDDA
A → D 78.92 77.51 83.73 12.05 78.51 85.94 85.74 78.60 79.70 65.90 79.80 87.65
A → W 76.48 74.72 79.62 19.62 74.34 85.91 86.34 80.50 82.00 81.50 82.60 87.47
D → A 65.96 65.46 66.06 68.48 62.58 72.38 72.51 63.60 68.20 99.70 57.40 71.40
D → W 96.73 95.72 95.97 92.70 95.72 96.98 96.73 97.10 96.90 63.40 95.20 97.38
W → A 65.64 64.50 68.19 64.00 63.51 73.27 72.90 62.80 67.40 98.20 66.70 72.56
W → D 99.60 99.60 98.80 86.14 99.40 99.40 99.00 99.60 99.10 85.50 99.70 99.70
Average 80.55 79.58 82.06 57.17 79.01 85.65 85.54 80.40 82.20 82.40 80.20 86.03

TABLE VII: Results of significance tests comparing between
G-MEDA and other traditional benchmark algorithms

TCA JDA TJM JSGA
W/D/L 27/2/1 29/0/1 29/0/1 26/0/4

Ave Rank 5.1 6.7 5.4 5.6

GFK MEDA P-MEDA G-MEDA
W/D/L 30/0/0 18/6/6 17/6/7 N/A

Ave Rank 6.3 2.6 2.5 1.8

is at most four times more expensive than MEDA. However,
on a large dataset such as Amazon Review, G-MEDA takes at
most 150 seconds (2.5 minutes), which is still quite efficient.

Compared with P-MEDA, G-MEDA is much more efficient.
For example, on Office+Caltech10, G-MEDA can be up to
ten times more efficient than P-MEDA. Such efficiency of
G-MEDA is due to the proposed representation and fitness
function. Firstly, representing the classifier by an integer vector
is more efficient than using a matrix with continuous values,
since it does not require an additional matrix multiplication
to obtain labels for the target instances. More importantly,

the proposed representation allows G-MEDA to use genetic
operators, which is more efficient than P-MEDA that relies
heavily on gradient steps consisting of many matrix operators.
The main fitness function of G-MEDA (Eq. (10)) also contains
a much smaller number of matrix operations than that of
P-MEDA (Eq. (8)). Therefore, G-MEDA is computationally
much cheaper than P-MEDA even though G-MEDA has a
larger number of evaluations than P-MEDA.

E. Analysis on the Adaptive Classifiers

To analyze the obtained classifier, we visualize the source
and target data on the Caltech+Office10 dataset. Fig. 5 shows
the visualization on two cases, D→W and A→W, where
G-MEDA has better and worse performance than MEDA,
respectively. The visualization is based on t-SNE [48]. As
can be seen from the figure, both G-MEDA and MEDA can
successfully transform the two domains such that they have
similar marginal and conditional distributions. The accuracies
of the two methods on D→W are high (about 90%). The
main reason is that both G-MEDA and MEDA use GFK
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Fig. 5: Visualization of adaptive classifiers on the Caltech+Office10 dataset.

TABLE VIII: Computation times (in seconds).

Datasets Cases MEDA P-MEDA G-MEDA

Amazon Review

B → D 35.78 454.60 149.38
B → E 36.44 460.16 142.12
B → K 34.97 542.41 135.39
D → B 32.78 542.54 125.39
D → E 33.50 491.86 128.58
D → K 33.52 527.65 128.46
E → B 32.52 479.95 124.05
E → D 33.15 511.27 126.47
E → K 33.52 531.58 128.50
K → B 32.26 520.81 123.25
K → D 31.00 488.24 117.25
K → E 31.64 551.96 120.26

Office+Caltech10

A → C 13.52 205.22 55.64
A → D 4.29 94.70 9.54
A → W 5.17 114.14 12.06
C → A 13.22 252.25 44.04
C → D 5.11 139.04 12.58
C → W 6.08 161.69 15.86
D → W 2.46 7.29 3.15
D → A 4.36 25.13 20.25
D → C 5.10 49.44 12.68
W → A 5.00 39.60 12.23
W → C 5.85 59.21 15.37
W → D 2.35 11.10 2.91

Office-31

A → D 61.27 5706.80 172.94
A → W 71.20 5957.05 208.23
D → A 66.19 792.03 197.06
D → W 34.49 261.08 33.26
W → A 75.31 1124.53 242.42
W → D 28.24 403.20 38.41

as a pre-processing step to transform the feature space to
reduce the distribution difference first. On the D→W case,
GFK can build a feature subspace on which different classes
are separable, so the two methods achieve good classification
performance. In contrast, G-MEDA and MEDA achieve low
classification performance on A→W. As can be seen in Fig.
5(b), in the source domain, instances from different classes
are not clearly separable, which results in poor performance
on the target domain. Such results illustrate the importance of
the preprocessing step in MEDA and G-MEDA.

MEDA and G-MEDA assign quite similar class labels to the
target instances. Their main differences are marked in the red
rectangle. On the case D→W, while G-MEDA classifies all the
instances within the red rectangle as class 5, MEDA assigns
some instances to class 5 and some other instances to class 3.
In the rectangle area of the source domain, there are only two
instances from class 5, but there are many instances from the
class 3 surrounding the rectangle area. It seems that MEDA
focuses much more on the manifold consistency than the
conditional distribution difference. In other words, MEDA’s
decision is affected more by the surrounding instances. Such
behavior is because the manifold component usually has much
larger values than the distribution difference components. A
similar pattern appears in the case A→W. Particularly, G-
MEDA assigns some instances in the red rectangle to the class
10, while MEDA does not assign any instance to the class
10. In fact, in the source domain, the rectangle area contains
an instance that is from class 10, so G-MEDA reduces the
conditional distribution difference better than MEDA.

The analysis shows that MEDA needs a good parameter
setting to control the two objectives, i.e. the manifold consis-
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Fig. 6: Convergence curves of G-MEDA.

tency and the distribution difference. However, such a setting
is difficult (if not impossible) to obtain since the setting not
only depends on the dataset but also changes during the opti-
mization process. G-MEDA achieves both objectives through
a hybrid approach of evolutionary-based and gradient-based
search, where each search aims to optimize one objective. It
can be seen that G-MEDA offers a better approach to handle
both objectives, which can be applied to different datasets.

F. Convergence Analysis

We validate the convergence of G-MEDA via the average
distance between individuals in the population. The distance
between two individuals zi and zj is calculated by the
following formula:

dij =
H(zi, zj)

m
(12)

where H(,) is the Hamming distance, m is the length of each
individual. Basically, dij is the ratio between the number of
bits where zi and zj are different and the total number of bits
(m), so dij ∈ [0, 1]. The distance of the whole population P
can be obtained by the following formula:

Dis(P ) =

∑|P |−1
i=1

∑|P |
j=i+1 dij

|P |×(|P |−1)
2

(13)

The distance is designed so that Dis(P ) ∈ [0, 1] for any
datasets. The smaller Dis(P ), the more converged the popula-
tion. To examine the convergence of G-MEDA, we record the
distance of its population at each iteration. The convergence
curves of G-MEDA on three domain adaptation cases A→ C
(Office+Caltecth10), A → D (Office31), and B → D
(Amazon Review) are shown in Fig. 6. It can be seen that
G-MEDA can reach a steady state after 10 iterations. The
population distance is around 0.03 for the three cases, which
means two individuals are different at 3% of all their bits.
The results show that G-MEDA can effectively evolve good
classifiers in a small number of iterations.

G. Parameter sensitivity analysis

As a population-based algorithm, G-MEDA has three main
parameters: the maximum number of iterations, the population
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Fig. 7: Parameter sensitivity: Friedman-Nemenyi post-hoc
analysis (best viewed in color). “NS” means “there is no
significantly differences”.

size, and the mutation rate (note that the crossover rate is set
to (1-mutation rate)). As shown in the previous subsection,
G-MEDA converges after 10 iterations which is a reliable
setting for the maximum number of iterations. In this section,
we further examine the other two evolutionary parameters:
mutation rate and population size. The mutation rate varies
in {0.2, 0.4, 0.6, 0.8}. The population size varies in {20, 50,
100, 200}. The examination is performed on three represen-
tative domain adaptation cases: A → C (Office+Caltecth10),
A → D(31) (Office31), and B → D (Amazon Review). The
comparisons are performed by the Friedman significance test
with a Nemenyi post-hoc analysis and a significance level
being set to 0.05.

Fig. 7(a) shows the comparisons between different mutation
rates on three representative domain adaptation cases. It can
be seen that the four settings of the mutation rate are not
significantly different in terms of the obtained accuracies.
Thus, the algorithm is not sensitive to the mutation rate.
Among the four values, we find that setting the mutation rate to
0.2 results in stably high classification accuracies. Therefore,
we recommend setting the mutation rate to 0.2.

Fig. 7(b) shows the comparisons between four different
population sizes. The figure shows that there are no significant
differences between the four settings of the population sizes.
Further analysis of the accuracy (not shown here due to the
limited space) reveals the final accuracies are more stable when
the population size is set to 200 for domain adaptation cases
with large numbers of features like A→ D(31) (Office31) and
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B → D (Amazon Review). For domain adaptation cases with
smaller numbers of features like A→ C (Office+Caltecth10),
setting the population size to 100 is sufficient to have stable
accuracies. However, if it is important to have a short compu-
tation time, one can consider setting the population size to 20
or 50 since the four settings have no significant differences.

VI. CONCLUSIONS AND FUTURE WORK

In this paper, we propose a novel transfer classifier induction
approach which hybrids the evolutionary and gradient search
to effectively and efficiently evolve a transfer classifier. Firstly,
a discrete representation for building an adaptive classifier is
proposed to directly learn the target labels. The proposed rep-
resentation has much smaller dimensionality than the matrix
representation which has been widely used by existing transfer
classifier adaptation algorithms. The proposed representation
is also suitable to genetic operators that have potential global
search ability, while existing transfer classifier adaptation
algorithms rely on gradient descent with a risk of being trapped
at local optima. Along with the novel representation, a novel
fitness function is also proposed. The fitness function aims
at preserving the manifold consistency which can reduce the
conditional distribution difference partially. A gradient-based
local search is proposed as an inner step to further reduce
the distribution difference. The experimental results on 30
domain adaptation cases show that the proposed algorithms
achieve better classification performance than the benchmark
traditional and deep domain adaptation methods. Although the
proposed algorithm is a population-based domain adaptation
method, it is still efficient thanks to its simple fitness function.
Besides, it is shown that the proposed hybridization approach
can control the manifold consistency and the distribution
difference better than combining them in a single fitness
function using a regularization parameter.

Although the proposed algorithm achieves good results,
there is still room for improvement. The results show that
the feature learning step (GFK [32] in this work) has a
large impact on classification performance. If the learned
features cannot separate source instances from different classes
clearly, the proposed algorithm will have poor classification
performance on the target domain. Also, the feature learning
step is separated from the classifier learning step, which may
still limit the interaction between the learned features and the
classifier. Potential future work is to integrate the two steps as
a single learning step. Such integration would require a new
representation that needs to be designed carefully to avoid
a large and complex search space. In addition, this work
still requires parameters to linearly combine the objectives
of unsupervised domain adaptation into a single objective.
Such parameters can be removed by considering unsupervised
domain adaptation as a multi-objective problem where its ob-
jectives are treated separately. In the future, we will investigate
employing evolutionary multi-objective optimization methods
to achieve unsupervised domain adaptation.
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